Q1. Explain the difference between greedy and non-greedy syntax with visual terms in as few words as possible. What is the bare minimum effort required to transform a greedy pattern into a non-greedy one? What characters or characters can you introduce or change?

Definition Greedy Quantifier:

A greedy quantifier such as ?, \*, +, and {m,n} matches as many characters as possible (longest match). For example, the regex 'a+' will match as many 'a's as possible in your string 'aaaa'—even though the substrings 'a', 'aa', 'aaa' all match the regex 'a+'.

Definition Non-Greedy Quantifier:

A non-greedy quantifier such as ??, \*?, +?, and {m,n}? matches as few characters as possible (shortest possible match). For example, the regex 'a+?' will match as few 'a's as possible in your string 'aaaa'. Thus, it matches the first character 'a' and is done with it.

Python Regex Greedy Match

A greedy match means that the regex engine (the one which tries to find your pattern in the string) matches as many characters as possible.

For example, the regex 'a+' will match as many 'a's as possible in your string 'aaaa'. Although the substrings 'a', 'aa', 'aaa' all match the regex 'a+', it’s not enough for the regex engine. It’s always hungry and tries to match even more.

In other words, the greedy quantifiers give you the longest match from a given position in the string.

As it turns out, all default quantifiers ?, \*, +, {m}, and {m,n} you’ve learned above are greedy: they “consume” or match as many characters as possible so that the regex pattern is still satisfied.

Here are the above examples again that all show how greedy the regex engine is:

>>> import re

>>> re.findall('a?', 'aaaa')

['a', 'a', 'a', 'a', '']

>>> re.findall('a\*', 'aaaa')

['aaaa', '']

>>> re.findall('a+', 'aaaa')

['aaaa']

>>> re.findall('a{3}', 'aaaa')

['aaa']

>>> re.findall('a{1,2}', 'aaaa')

['aa', 'aa']

In all cases, a shorter match would also be valid. But as the regex engine is greedy per default, those are not enough for the regex engine

Python Regex Non-Greedy Match

A non-greedy match means that the regex engine matches as few characters as possible—so that it still can match the pattern in the given string.

For example, the regex 'a+?' will match as few 'a's as possible in your string 'aaaa'. Thus, it matches the first character 'a' and is done with it. Then, it moves on to the second character (which is also a match) and so on.

In other words, the non-greedy quantifiers give you the shortest possible match from a given position in the string.

You can make the default quantifiers ?, \*, +, {m}, and {m,n} non-greedy by appending a question mark symbol '?' to them: ??, \*?, +?, and {m,n}?. they “consume” or match as few characters as possible so that the regex pattern is still satisfied.

Q2. When exactly does greedy versus non-greedy make a difference?  What if you're looking for a non-greedy match but the only one available is greedy?

Greedy and lazy quantifiers

Quantifiers are very simple from the first sight, but in fact they can be tricky.

We should understand how the search works very well if we plan to look for something more complex than /\d+/.

Let’s take the following task as an example.

We have a text and need to replace all quotes "..." with guillemet marks: «...». They are preferred for typography in many countries.

For instance: "Hello, world" should become «Hello, world». There exist other quotes, such as „Witam, świat!” (Polish) or 「你好，世界」 (Chinese), but for our task let’s choose «...».

The first thing to do is to locate quoted strings, and then we can replace them.

A regular expression like /".+"/g (a quote, then something, then the other quote) may seem like a good fit, but it isn’t!

Let’s try it:

let regexp = /".+"/g;

let str = 'a "witch" and her "broom" is one';

alert( str.match(regexp) ); // "witch" and her "broom"

…We can see that it works not as intended!

Instead of finding two matches "witch" and "broom", it finds one: "witch" and her "broom".

That can be described as “greediness is the cause of all evil”.

[Greedy search](https://javascript.info/regexp-greedy-and-lazy" \l "greedy-search)

To find a match, the regular expression engine uses the following algorithm:

For every position in the string

Try to match the pattern at that position.

If there’s no match, go to the next position.

These common words do not make it obvious why the regexp fails, so let’s elaborate how the search works for the pattern ".+".

The first pattern character is a quote ".

The regular expression engine tries to find it at the zero position of the source string a "witch" and her "broom" is one, but there’s a there, so there’s immediately no match.

Then it advances: goes to the next positions in the source string and tries to find the first character of the pattern there, fails again, and finally finds the quote at the 3rd position:

The quote is detected, and then the engine tries to find a match for the rest of the pattern. It tries to see if the rest of the subject string conforms to .+".

In our case the next pattern character is . (a dot). It denotes “any character except a newline”, so the next string letter 'w' fits:

Then the dot repeats because of the quantifier .+. The regular expression engine adds to the match one character after another.

…Until when? All characters match the dot, so it only stops when it reaches the end of the string:

Now the engine finished repeating .+ and tries to find the next character of the pattern. It’s the quote ". But there’s a problem: the string has finished, there are no more characters!

The regular expression engine understands that it took too many .+ and starts to backtrack.

In other words, it shortens the match for the quantifier by one character:

Now it assumes that .+ ends one character before the string end and tries to match the rest of the pattern from that position.

If there were a quote there, then the search would end, but the last character is 'e', so there’s no match.

…So the engine decreases the number of repetitions of .+ by one more character:

The quote '"' does not match 'n'.

The engine keep backtracking: it decreases the count of repetition for '.' until the rest of the pattern (in our case '"') matches:

The match is complete.

So the first match is "witch" and her "broom". If the regular expression has flag g, then the search will continue from where the first match ends. There are no more quotes in the rest of the string is one, so no more results.

That’s probably not what we expected, but that’s how it works.

In the greedy mode (by default) a quantified character is repeated as many times as possible.

The regexp engine adds to the match as many characters as it can for .+, and then shortens that one by one, if the rest of the pattern doesn’t match.

For our task we want another thing. That’s where a lazy mode can help.

[Lazy mode](https://javascript.info/regexp-greedy-and-lazy" \l "lazy-mode)

The lazy mode of quantifiers is an opposite to the greedy mode. It means: “repeat minimal number of times”.

We can enable it by putting a question mark '?' after the quantifier, so that it becomes \*? or +? or even ?? for '?'.

To make things clear: usually a question mark ? is a quantifier by itself (zero or one), but if added after another quantifier (or even itself) it gets another meaning – it switches the matching mode from greedy to lazy.

The regexp /".+?"/g works as intended: it finds "witch" and "broom":

let regexp = /".+?"/g;

let str = 'a "witch" and her "broom" is one';

alert( str.match(regexp) ); // "witch", "broom"

To clearly understand the change, let’s trace the search step by step.

The first step is the same: it finds the pattern start '"' at the 3rd position:

The next step is also similar: the engine finds a match for the dot '.':

And now the search goes differently. Because we have a lazy mode for +?, the engine doesn’t try to match a dot one more time, but stops and tries to match the rest of the pattern '"' right now:

If there were a quote there, then the search would end, but there’s 'i', so there’s no match.

Then the regular expression engine increases the number of repetitions for the dot and tries one more time:

Failure again. Then the number of repetitions is increased again and again…

…Till the match for the rest of the pattern is found:

The next search starts from the end of the current match and yield one more result:

In this example we saw how the lazy mode works for +?. Quantifiers \*? and ?? work the similar way – the regexp engine increases the number of repetitions only if the rest of the pattern can’t match on the given position.

Laziness is only enabled for the quantifier with ?.

Other quantifiers remain greedy.

For instance:

alert( "123 456".match(/\d+ \d+?/) ); // 123 4

The pattern \d+ tries to match as many digits as it can (greedy mode), so it finds 123 and stops, because the next character is a space ' '.

Then there’s a space in the pattern, it matches.

Then there’s \d+?. The quantifier is in lazy mode, so it finds one digit 4 and tries to check if the rest of the pattern matches from there.

…But there’s nothing in the pattern after \d+?.

The lazy mode doesn’t repeat anything without a need. The pattern finished, so we’re done. We have a match 123 4.

Optimizations

Modern regular expression engines can optimize internal algorithms to work faster. So they may work a bit differently from the described algorithm.

But to understand how regular expressions work and to build regular expressions, we don’t need to know about that. They are only used internally to optimize things.

Complex regular expressions are hard to optimize, so the search may work exactly as described as well.

[Alternative approach](https://javascript.info/regexp-greedy-and-lazy" \l "alternative-approach)

With regexps, there’s often more than one way to do the same thing.

In our case we can find quoted strings without lazy mode using the regexp "[^"]+":

let regexp = /"[^"]+"/g;

let str = 'a "witch" and her "broom" is one';

alert( str.match(regexp) ); // "witch", "broom"

The regexp "[^"]+" gives correct results, because it looks for a quote '"' followed by one or more non-quotes [^"], and then the closing quote.

When the regexp engine looks for [^"]+ it stops the repetitions when it meets the closing quote, and we’re done.

Please note, that this logic does not replace lazy quantifiers!

It is just different. There are times when we need one or another.

Let’s see an example where lazy quantifiers fail and this variant works right.

For instance, we want to find links of the form <a href="..." class="doc">, with any href.

Which regular expression to use?

The first idea might be: /<a href=".\*" class="doc">/g.

Let’s check it:

let str = '...<a href="link" class="doc">...';

let regexp = /<a href=".\*" class="doc">/g;

// Works!

alert( str.match(regexp) ); // <a href="link" class="doc">

It worked. But let’s see what happens if there are many links in the text?

let str = '...<a href="link1" class="doc">... <a href="link2" class="doc">...';

let regexp = /<a href=".\*" class="doc">/g;

// Whoops! Two links in one match!

alert( str.match(regexp) ); // <a href="link1" class="doc">... <a href="link2" class="doc">

Now the result is wrong for the same reason as our “witches” example. The quantifier .\* took too many characters.

The match looks like this:

<a href="....................................." class="doc">

<a href="link1" class="doc">... <a href="link2" class="doc">

Let’s modify the pattern by making the quantifier .\*? lazy:

let str = '...<a href="link1" class="doc">... <a href="link2" class="doc">...';

let regexp = /<a href=".\*?" class="doc">/g;

// Works!

alert( str.match(regexp) ); // <a href="link1" class="doc">, <a href="link2" class="doc">

Now it seems to work, there are two matches:

<a href="....." class="doc"> <a href="....." class="doc">

<a href="link1" class="doc">... <a href="link2" class="doc">

…But let’s test it on one more text input:

let str = '...<a href="link1" class="wrong">... <p style="" class="doc">...';

let regexp = /<a href=".\*?" class="doc">/g;

// Wrong match!

alert( str.match(regexp) ); // <a href="link1" class="wrong">... <p style="" class="doc">

Now it fails. The match includes not just a link, but also a lot of text after it, including <p...>.

Why?

That’s what’s going on:

First the regexp finds a link start <a href=".

Then it looks for .\*?: takes one character (lazily!), check if there’s a match for " class="doc"> (none).

Then takes another character into .\*?, and so on… until it finally reaches " class="doc">.

But the problem is: that’s already beyond the link <a...>, in another tag <p>. Not what we want.

Here’s the picture of the match aligned with the text:

<a href="..................................." class="doc">

<a href="link1" class="wrong">... <p style="" class="doc">

So, we need the pattern to look for <a href="...something..." class="doc">, but both greedy and lazy variants have problems.

The correct variant can be: href="[^"]\*". It will take all characters inside the href attribute till the nearest quote, just what we need.

A working example:

let str1 = '...<a href="link1" class="wrong">... <p style="" class="doc">...';

let str2 = '...<a href="link1" class="doc">... <a href="link2" class="doc">...';

let regexp = /<a href="[^"]\*" class="doc">/g;

// Works!

alert( str1.match(regexp) ); // null, no matches, that's correct

alert( str2.match(regexp) ); // <a href="link1" class="doc">, <a href="link2" class="doc">

[Summary](https://javascript.info/regexp-greedy-and-lazy" \l "summary)

Quantifiers have two modes of work:

Greedy

By default the regular expression engine tries to repeat the quantified character as many times as possible. For instance, \d+ consumes all possible digits. When it becomes impossible to consume more (no more digits or string end), then it continues to match the rest of the pattern. If there’s no match then it decreases the number of repetitions (backtracks) and tries again.

Lazy

Enabled by the question mark ? after the quantifier. The regexp engine tries to match the rest of the pattern before each repetition of the quantified character.

As we’ve seen, the lazy mode is not a “panacea” from the greedy search. An alternative is a “fine-tuned” greedy search, with exclusions, as in the pattern "[^"]+".

[Tasks](https://javascript.info/regexp-greedy-and-lazy#tasks)

[A match for /d+? d+?/](https://javascript.info/regexp-greedy-and-lazy" \l "a-match-for-d-d)

What’s the match here?

alert( "123 456".match(/\d+? \d+?/g) ); // ?

solution

[Find HTML comments](https://javascript.info/regexp-greedy-and-lazy" \l "find-html-comments)

Find all HTML comments in the text:

let regexp = /your regexp/g;

let str = `... <!-- My -- comment

test --> .. <!----> ..

`;

alert( str.match(regexp) ); // '<!-- My -- comment \n test -->', '<!---->'

solution

[Find HTML tags](https://javascript.info/regexp-greedy-and-lazy" \l "find-html-tags)

Create a regular expression to find all (opening and closing) HTML tags with their attributes.

An example of use:

let regexp = /your regexp/g;

let str = '<> <a href="/"> <input type="radio" checked> <b>';

alert( str.match(regexp) ); // '<a href="/">', '<input type="radio" checked>', '<b>'

Q3. In a simple match of a string, which looks only for one match and does not do any replacement, is the use of a nontagged group likely to make any practical difference?

Input:

string - GraphTreesGraph

pattern - aba

Output:

a->Graph

b->Trees

Input:

string - GraphGraphGraph

pattern - aaa

Output:

a->Graph

Input:

string - GeeksforGeeks

pattern - GfG

Output:

G->Geeks

f->for

Input:

string - GeeksforGeeks

pattern - GG

Output:

No solution exists

[Recommended: Please try your approach on {IDE} first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

We can solve this problem with the help of Backtracking. For each character in the pattern, if the character is not seen before, we consider all possible sub-strings and recurse to see if it leads to the solution or not. We maintain a map that stores sub-string mapped to a pattern character. If pattern character is seen before, we use the same sub-string present in the map. If we found a solution, for each distinct character in the pattern, we print string mapped to it using our map.  
Below is C++ implementation of above idea –

CPP

Java

Python3

Javascript

|  |
| --- |
| // C++ program to find out if string follows  // a given pattern or not  #include <bits/stdc++.h>  using namespace std;    /\*  Function to find out if string follows a given      pattern or not        str - given string      n - length of given string      i - current index in input string      pat - given pattern      m - length of given pattern      j - current index in given pattern      map - stores mapping between pattern and string \*/  bool patternMatchUtil(string str, int n, int i,                      string pat, int m, int j,                      unordered\_map<char, string>& map)  {      // If both string and pattern reach their end      if (i == n && j == m)          return true;        // If either string or pattern reach their end      if (i == n || j == m)          return false;        // read next character from the pattern      char ch = pat[j];        // if character is seen before      if (map.find(ch)!= map.end())      {          string s = map[ch];          int len = s.size();            // consider next len characters of str          string subStr = str.substr(i, len);            // if next len characters of string str          // don't match with s, return false          if (subStr.compare(s))              return false;            // if it matches, recurse for remaining characters          return patternMatchUtil(str, n, i + len, pat, m,                                              j + 1, map);      }        // If character is seen for first time, try out all      // remaining characters in the string      for (int len = 1; len <= n - i; len++)      {          // consider substring that starts at position i          // and spans len characters and add it to map          map[ch] = str.substr(i, len);            // see if it leads to the solution          if (patternMatchUtil(str, n, i + len, pat, m,                                            j + 1, map))              return true;            // if not, remove ch from the map          map.erase(ch);      }        return false;  }    // A wrapper over patternMatchUtil()function  bool patternMatch(string str, string pat, int n, int m)  {      if (n < m)      return false;        // create an empty hashmap      unordered\_map<char, string> map;        // store result in a boolean variable res      bool res = patternMatchUtil(str, n, 0, pat, m, 0, map);        // if solution exists, print the mappings      for (auto it = map.begin(); res && it != map.end(); it++)          cout << it->first << "->" << it->second << endl;        // return result      return res;  }    // Driver code  int main()  {      string str = "GeeksforGeeks", pat = "GfG";        int n = str.size(), m = pat.size();        if (!patternMatch(str, pat, n, m))          cout << "No Solution exists";        return 0;  } |

Q4. Describe a scenario in which using a nontagged category would have a significant impact on the program's outcomes.

What Are Learning Outcomes?

The learning outcomes provide an overview of what students should know, be able to do, or be able to value after completing a course or program. Learning outcomes means how much knowledge or skills a student should acquire through various assignments, course, class or programs, by the end of a specific time period. They are observable and measurable by knowledge, skills, abilities, values, etc. Learning outcomes describe clearly what it is you want your students to be able to do by the end of a course.

The learning outcomes focus more on student performance rather than they do on traditional techniques or courses.

However, in a broader perspective, the term “Learning Outcomes” can be defined as an amalgamation of a learner’s knowledge, skill set, and the ability to leverage them in real-time situations. There are several taxonomies such as SOLO (Structure of Observed Learning Outcomes), [Bloom’s Taxonomy](https://www.iitms.co.in/blog/blooms-taxonomy-importance-applications.html), Fink's Taxonomy, Wiggins and McTighe Taxonomy on education. An ideal learning outcome would be something that abides by all the aspects of Bloom’s Taxonomy as it promotes knowledge & skill development in individuals and makes them life-long learners.

What Is The Focus Of Student Learning Outcome?

The main focus of student learning outcomes is to make students academically sound, skillful, and prepare them for life-long learning.

When we speak of “learning outcomes” – we must pay attention to whether they are–

S-Specific

M-Measurable

A-Achievable

R-Realistic

T-Timely

In short, the learning outcomes must be “SMART" & clearly defined in terms of attainability! It will empower students to achieve the outcomes smoothly.

How To Write Learning Outcomes?

Learning goals must be articulated in such a way that they cover -

All the educational goals of the students as well as institutions

Offer a roadmap to achieve course outcomes & program outcomes

Based on knowledge & skill development & can be attained via teaching-learning methods

Focuses on students’ growth & enable them to develop a lifelong learner mindset

Makes students capable of handling problems in real-life situations

Practices To Avoid While Building Learning Outcomes

While articulating learning outcomes, the faculty or educators must take care of the following-

Do not focus on “teacher-centric” practices -always make the learning “student-centric”

Do not confine the learning outcomes to course or program outcomes

Do not include projects that are not aligned with the students learning outcomes

Do not force students to learn the theoretical concepts for an academic score, instead encourage them to learn with practical experiments

Be specific in terms of what to expect- the learning outcomes must be measurable

Q5. Unlike a normal regex pattern, a look-ahead condition does not consume the characters it examines. Describe a situation in which this could make a difference in the results of your programme.

Lookarounds often cause confusion to the regex apprentice. I believe this confusion promptly disappears if one simple point is firmly grasped. It is that at the end of a lookahead or a lookbehind, the regex engine hasn't moved on the string. You can chain three more lookaheads after the first, and the regex engine still won't move. In fact, that's a useful technique.  
  
A quick syntax reminder  
This page digs deep into the details of lookahead and lookbehind and assumes you've already become familiar with the basic syntax, perhaps by reading the [lookaround section](https://www.rexegg.com/regex-disambiguation.html" \l "lookarounds) of the reference on (? … ) syntax. As a quick reminder before we dive in, here are the four lookarounds.

Jumping Points  
For easy navigation, here are some jumping points to various sections of the page:  
  
✽ [Lookahead Example: Simple Password Validation](https://www.rexegg.com/regex-lookarounds.html#password)  
✽ [The Order of Lookaheads Doesn't Matter… Almost](https://www.rexegg.com/regex-lookarounds.html#order)  
✽ [Lookarounds Stand their Ground](https://www.rexegg.com/regex-lookarounds.html" \l "stand_their_ground)  
✽ [Various Uses for Lookarounds](https://www.rexegg.com/regex-lookarounds.html#uses)  
✽ [Zero-Width Matches](https://www.rexegg.com/regex-lookarounds.html#zero_width)  
✽ [Positioning the Lookaround Before or After the Characters to be Matched](https://www.rexegg.com/regex-lookarounds.html#position)  
✽ [Lookarounds that Look on Both Sides: Back to the Future](https://www.rexegg.com/regex-lookarounds.html" \l "back_to_the_future)  
✽ [Compound Lookahead and Compound Lookbehind](https://www.rexegg.com/regex-lookarounds.html#compound)  
✽ [The Engine Doesn't Backtrack into Lookarounds (They're Atomic)](https://www.rexegg.com/regex-lookarounds.html#atomic)  
✽ [Fixed-Width, Constrained-Width and Infinite-Width Lookbehind](https://www.rexegg.com/regex-lookarounds.html#width)  
✽ [Lookarounds (Usually) Want to be Anchored](https://www.rexegg.com/regex-lookarounds.html" \l "anchor)

Lookahead Example: Simple Password Validation

Let's get our feet wet right away with an expression that validates a password. The technique shown here will be useful for all kinds of other data you might want to validate (such as email addresses or phone numbers).  
Our password must meet four conditions:  
  
1. The password must have between six and ten word characters \w  
2. It must include at least one lowercase character [a-z]  
3. It must include at least three uppercase characters [A-Z]  
4. It must include at least one digit \d  
  
We'll assume we're working in a regex flavor where \d only matches ASCII digits 0 through 9, unlike .NET and Python where that token can match any Unicode digit.

With lookarounds, your feet stay planted on the string. You're just looking, not moving!

Our initial strategy (which we'll later tweak) will be to stand at the beginning of the string and look ahead four times—once for each condition. We'll look to check we have the right number of characters, then we'll look for a lowercase letter, and so on. If all the lookaheads are successful, we'll know the string is a valid password… And we'll simply gobble it all up with a plain .\*  
  
Let's start with condition 1  
A string that is made of six-to-ten word characters can be written like this: \A\w{6,10}\z  
The [\A anchor](https://www.rexegg.com/regex-anchors.html#A) asserts that the current position is the beginning of the string. After matching the six to ten word characters, the [\z anchor](https://www.rexegg.com/regex-anchors.html#z) asserts that the current position is the end of the string.  
  
Within a lookahead, this pattern becomes (?=\A\w{6,10}\z). This lookahead asserts: at the current position in the string, what follows is the beginning of the string, six to ten word characters, and the very end of the string.  
  
We want to make this assertion at the very beginning of the string. Therefore, to continue building our pattern, we want to anchor the lookahead with an \A. There is no need to duplicate the \A, so we can take it out of the lookahead. Our pattern becomes:  
\A(?=\w{6,10}\z)  
So far, we have an expression that validates that a string is entirely composed of six to ten word characters. Note that we haven't matched any of these characters yet: we have only looked ahead. The current position after the lookahead is still the beginning of the string. To check the other conditions, we just add lookaheads.  
  
Condition 2  
For our second condition, we need to check that the password contains one lowercase letter. To find one lowercase letter, the simplest idea is to use .\*[a-z]. That works, but the dot-star first shoots down to the end of the string, so we will always need to backtrack. Just for the sport, can we think of something more efficient? You might think of making the star quantifier reluctant by adding a ?, giving us .\*?[a-z], but that too requires backtracking as a [lazy quantifier requires backtracking at each step](https://www.rexegg.com/regex-quantifiers.html#lazy_expensive).  
  
For this type of situation, I recommend you use something like [^a-z]\*[a-z] (or even better, depending on your engine, the [atomic](https://www.rexegg.com/regex-disambiguation.html#atomic) (?>[^a-z]\*)[a-z] or [possessive](https://www.rexegg.com/regex-quantifiers.html#possessive) version [^a-z]\*+[a-z]—but we'll discuss that in the [footnotes](https://www.rexegg.com/regex-lookarounds.html#atomictweak)). The negated character class [^a-z] is the counterclass of the lowercase letter [a-z] we are looking for: it matches one character that is not a lowercase letter, and the \* quantifier makes us match zero or more such characters. The pattern [^a-z]\*[a-z] is a good example of the principle of [contrast](https://www.rexegg.com/regex-style.html#contrast) recommended by the regex style guide.  
  
Let's use this pattern inside a lookahead: (?=[^a-z]\*[a-z])  
The lookahead asserts: at this position in the string (i.e., the beginning of the string), we can match zero or more characters that are not lowercase letters, then we can match one lowercase letter: [a-z]  
Our pattern becomes:  
\A(?=\w{6,10}\z)(?=[^a-z]\*[a-z])  
At this stage, we have asserted that we are at the beginning of the string, and we have looked ahead twice. We still haven't matched any characters. Note that on a logical level it doesn't matter which condition we check first. If we swapped the order of the lookaheads, the result would be the same.  
  
We have two more conditions to satisfy: two more lookaheads.  
  
Condition 3  
For our third condition, we need to check that the password contains at least three uppercase letters. The logic is similar to condition 2: we look for an optional number of non-uppercase letters, then one uppercase letter… But we need to repeat that three times, for which we'll use the quantifier {3}.  
We'll use this lookahead: (?=(?:[^A-Z]\*[A-Z]){3})  
  
The lookahead asserts: at this position in the string (i.e., the beginning of the string), we can do the following three times: match zero or more characters that are not uppercase letters (the job of the negated character class [^A-Z] with the quantifier \*), then match one uppercase letter: [A-Z]  
Our pattern becomes:  
\A(?=\w{6,10}\z)(?=[^a-z]\*[a-z])(?=(?:[^A-Z]\*[A-Z]){3})  
At this stage, we have asserted that we are at the beginning of the string, and we have looked ahead three times. We still haven't matched any characters.  
  
Condition 4  
To check that the string contains at least one digit, we use this lookahead: (?=\D\*\d). Opposing \d to its counterclass \D makes good use of the [regex principle of contrast](https://www.rexegg.com/regex-style.html#contrast).  
  
The lookahead asserts: at this position in the string (i.e., the beginning of the string), we can match zero or more characters that are not digits (the job of the "not-a-digit" character class \D and the \* quantifier), then we can match one digit: \d  
Our pattern becomes:  
\A(?=\w{6,10}\z)(?=[^a-z]\*[a-z])(?=(?:[^A-Z]\*[A-Z]){3})(?=\D\*\d)  
At this stage, we have asserted that we are at the beginning of the string, and we have looked ahead four times to check our four conditions. We still haven't matched any characters, but we have validated our string: we know that it is a valid password.  
  
If all we wanted was to validate the password, we could stop right there. But if for any reason we also need to match and return the entire string—perhaps because we ran the regex on the output of a function and the password's characters haven't yet been assigned to a variable—we can easily do so now.  
  
Matching the Validated String  
After checking that the string conforms to all four conditions, we are still standing at the beginning of the string. The five assertions we have made (the anchor \A and the four lookaheads) have not changed our position. At this stage, we can use a simple .\* to gobble up the string: we know that whatever characters are matched by the dot-star, the string is a valid password. The pattern becomes:  
\A(?=\w{6,10}\z)(?=[^a-z]\*[a-z])(?=(?:[^A-Z]\*[A-Z]){3})(?=\D\*\d).\*  
[(direct link)](https://www.rexegg.com/regex-lookarounds.html#n-1conds)  
Fine-Tuning: Removing One Condition

For n conditions,  
use n-1 lookaheads

If you examine our lookaheads, you may notice that the pattern \w{6,10}\z inside the first one examines all the characters in the string. Therefore, we could have used this pattern to match the whole string instead of the dot-star .\*  
  
This allows us to remove one lookahead and to simplify the pattern to this:  
  
\A(?=[^a-z]\*[a-z])(?=(?:[^A-Z]\*[A-Z]){3})(?=\D\*\d)\w{6,10}\z  
The pattern \w{6,10}\z now serves the double purpose of matching the whole string and of ensuring that the string is entirely composed of six to ten word characters.  
  
Generalizing this result, if you must check for n conditions, your pattern only needs to include n-1 lookaheads at the most. Often, you are even able to combine several conditions into a single lookahead.  
  
You may object that we were able to use \w{6,10}\z because it happened to match the whole string. Indeed that was the case. But we could also have converted any of the other three lookaheads to match the entire string. For instance, taking the lookahead (?=\D\*\d) which checks for the presence of one digit, we can add a simple .\*\z to get us to the end of the string.  
  
The pattern would have become:  
\A(?=\w{6,10}\z)(?=[^a-z]\*[a-z])(?=(?:[^A-Z]\*[A-Z]){3})\D\*\d.\*\z  
By the way, you may wonder why I bother using the \z after the .\*: shouldn't it get me to the end of the string? In general, not so: unless we're in [DOTALL mode](https://www.rexegg.com/regex-modifiers.html#dotall), the dot doesn't match line breaks. Therefore, the .\* only gets you to the end of the first line. After this, the string may have line breaks and many more line. A \z anchor ensures that after the .\* we have reached not only the end of the line, but also the end of the string.  
  
In this particular pattern, the first lookaround (?=\w{6,10}\z) already ensures that there cannot be any line breaks in the string, so the final \z is not strictly necessary.

Q6. In standard expressions, what is the difference between positive look-ahead and negative look-ahead?

Positive lookahead: (?= «pattern») matches if pattern matches what comes after the current location in the input string. Negative lookahead: (?! «pattern») matches if pattern does not match what comes after the current location in the input string.

Lookahead and Lookbehind Zero-Length Assertions

Lookahead and lookbehind, collectively called “lookaround”, are zero-length assertions just like the [start and end of line](https://www.regular-expressions.info/anchors.html), and [start and end of word](https://www.regular-expressions.info/wordboundaries.html) anchors explained earlier in this tutorial. The difference is that lookaround actually matches characters, but then gives up the match, returning only the result: match or no match. That is why they are called “assertions”. They do not consume characters in the string, but only assert whether a match is possible or not. Lookaround allows you to create regular expressions that are impossible to create without them, or that would get very longwinded without them.

Positive and Negative Lookahead

Negative lookahead is indispensable if you want to match something not followed by something else. When explaining [character classes](https://www.regular-expressions.info/charclass.html), this tutorial explained why you cannot use a negated character class to match a q not followed by a u. Negative lookahead provides the solution: q(?!u). The negative lookahead construct is the pair of parentheses, with the opening parenthesis followed by a question mark and an exclamation point. Inside the lookahead, we have the trivial regex u.

Positive lookahead works just the same. q(?=u) matches a q that is followed by a u, without making the u part of the match. The positive lookahead construct is a pair of parentheses, with the opening parenthesis followed by a question mark and an equals sign.

You can use any regular expression inside the lookahead (but not lookbehind, as explained below). Any valid regular expression can be used inside the lookahead. If it contains [capturing groups](https://www.regular-expressions.info/brackets.html) then those groups will capture as normal and backreferences to them will work normally, even outside the lookahead. (The only exception is [Tcl](https://www.regular-expressions.info/tcl.html" \t "_top), which treats all groups inside lookahead as non-capturing.) The lookahead itself is not a capturing group. It is not included in the count towards numbering the backreferences. If you want to store the match of the regex inside a lookahead, you have to put capturing parentheses around the regex inside the lookahead, like this: (?=(regex)). The other way around will not work, because the lookahead will already have discarded the regex match by the time the capturing group is to store its match.

Regex Engine Internals

First, let’s see how the engine applies q(?!u) to the string Iraq. The first token in the regex is the [literal](https://www.regular-expressions.info/characters.html) q. As we already know, this causes the engine to traverse the string until the q in the string is matched. The position in the string is now the void after the string. The next token is the lookahead. The engine takes note that it is inside a lookahead construct now, and begins matching the regex inside the lookahead. So the next token is u. This does not match the void after the string. The engine notes that the regex inside the lookahead failed. Because the lookahead is negative, this means that the lookahead has successfully matched at the current position. At this point, the entire regex has matched, and q is returned as the match.

Let’s try applying the same regex to quit. q matches q. The next token is the u inside the lookahead. The next character is the u. These match. The engine advances to the next character: i. However, it is done with the regex inside the lookahead. The engine notes success, and discards the regex match. This causes the engine to step back in the string to u.

Because the lookahead is negative, the successful match inside it causes the lookahead to fail. Since there are no other permutations of this regex, the engine has to start again at the beginning. Since q cannot match anywhere else, the engine reports failure.

Let’s take one more look inside, to make sure you understand the implications of the lookahead. Let’s apply q(?=u)i to quit. The lookahead is now positive and is followed by another token. Again, q matches q and u matches u. Again, the match from the lookahead must be discarded, so the engine steps back from i in the string to u. The lookahead was successful, so the engine continues with i. But i cannot match u. So this match attempt fails. All remaining attempts fail as well, because there are no more q’s in the string.

The regex q(?=u)i can never match anything. It tries to match u and i at the same position. If there is a u immediately after the q then the lookahead succeeds but then i fails to match u. If there is anything other than a u immediately after the q then the lookahead fails.

Positive and Negative Lookbehind

Lookbehind has the same effect, but works backwards. It tells the regex engine to temporarily step backwards in the string, to check if the text inside the lookbehind can be matched there. (?<!a)b matches a “b” that is not preceded by an “a”, using negative lookbehind. It doesn’t match cab, but matches the b (and only the b) in bed or debt. (?<=a)b (positive lookbehind) matches the b (and only the b) in cab, but does not match bed or debt.

The construct for positive lookbehind is (?<=text): a pair of parentheses, with the opening parenthesis followed by a question mark, “less than” symbol, and an equals sign. Negative lookbehind is written as (?<!text), using an exclamation point instead of an equals sign.

More Regex Engine Internals

Let’s apply (?<=a)b to thingamabob. The engine starts with the lookbehind and the first character in the string. In this case, the lookbehind tells the engine to step back one character, and see if a can be matched there. The engine cannot step back one character because there are no characters before the t. So the lookbehind fails, and the engine starts again at the next character, the h. (Note that a negative lookbehind would have succeeded here.) Again, the engine temporarily steps back one character to check if an “a” can be found there. It finds a t, so the positive lookbehind fails again.

The lookbehind continues to fail until the regex reaches the m in the string. The engine again steps back one character, and notices that the a can be matched there. The positive lookbehind matches. Because it is zero-length, the current position in the string remains at the m. The next token is b, which cannot match here. The next character is the second a in the string. The engine steps back, and finds out that the m does not match a.

The next character is the first b in the string. The engine steps back and finds out that a satisfies the lookbehind. b matches b, and the entire regex has been matched successfully. It matches one character: the first b in the string.

Important Notes About Lookbehind

The good news is that you can use lookbehind anywhere in the regex, not only at the start. If you want to find a word not ending with an “s”, you could use \b\w+(?<!s)\b. This is definitely not the same as \b\w+[^s]\b. When applied to John's, the former matches John and the latter matches John' (including the apostrophe). I will leave it up to you to figure out why. (Hint: \b matches between the apostrophe and the s). The latter also doesn’t match single-letter words like “a” or “I”. The correct regex without using lookbehind is \b\w\*[^s\W]\b (star instead of plus, and \W in the character class). Personally, I find the lookbehind easier to understand. The last regex, which works correctly, has a double negation (the \W in the negated character class). Double negations tend to be confusing to humans. Not to regex engines, though. (Except perhaps for Tcl, which treats negated shorthands in negated character classes as an error.)

The bad news is that most regex flavors do not allow you to use just any regex inside a lookbehind, because they cannot apply a regular expression backwards. The regular expression engine needs to be able to figure out how many characters to step back before checking the lookbehind. When evaluating the lookbehind, the regex engine determines the length of the regex inside the lookbehind, steps back that many characters in the subject string, and then applies the regex inside the lookbehind from left to right just as it would with a normal regex.

Many regex flavors, including those used by [Perl](https://www.regular-expressions.info/perl.html), [Python](https://www.regular-expressions.info/python.html), and [Boost](https://www.regular-expressions.info/boost.html) only allow fixed-length strings. You can use [literal text](https://www.regular-expressions.info/characters.html), [character escapes](https://www.regular-expressions.info/nonprint.html#hex), [Unicode escapes](https://www.regular-expressions.info/nonprint.html#hex) other than \X, and [character classes](https://www.regular-expressions.info/charclass.html). You cannot use [quantifiers](https://www.regular-expressions.info/repeat.html) or [backreferences](https://www.regular-expressions.info/backref.html). You can use [alternation](https://www.regular-expressions.info/alternation.html), but only if all alternatives have the same length. These flavors evaluate lookbehind by first stepping back through the subject string for as many characters as the lookbehind needs, and then attempting the regex inside the lookbehind from left to right.

Perl 5.30 supports variable-length lookbehind as an experimental feature. But there are many cases in which it does not work correctly. So in practice, the above is still true for Perl 5.30.

[PCRE](https://www.regular-expressions.info/pcre.html) is not fully Perl-compatible when it comes to lookbehind. While Perl requires alternatives inside lookbehind to have the same length, PCRE allows alternatives of variable length. [PHP](https://www.regular-expressions.info/php.html), [Delphi](https://www.regular-expressions.info/delphi.html), [R](https://www.regular-expressions.info/rlanguage.html), and [Ruby](https://www.regular-expressions.info/ruby.html) also allow this. Each alternative still has to be fixed-length. Each alternative is treated as a separate fixed-length lookbehind.

[Java](https://www.regular-expressions.info/java.html) takes things a step further by allowing finite repetition. You can use the [question mark](https://www.regular-expressions.info/optional.html) and the [curly braces](https://www.regular-expressions.info/repeat.html) with the max parameter specified. Java determines the minimum and maximum possible lengths of the lookbehind. The lookbehind in the regex (?<!ab{2,4}c{3,5}d)test has 5 possible lengths. It can be from 7 through 11 characters long. When Java (version 6 or later) tries to match the lookbehind, it first steps back the minimum number of characters (7 in this example) in the string and then evaluates the regex inside the lookbehind as usual, from left to right. If it fails, Java steps back one more character and tries again. If the lookbehind continues to fail, Java continues to step back until the lookbehind either matches or it has stepped back the maximum number of characters (11 in this example). This repeated stepping back through the subject string kills performance when the number of possible lengths of the lookbehind grows. Keep this in mind. Don’t choose an arbitrarily large maximum number of repetitions to work around the lack of infinite quantifiers inside lookbehind. Java 4 and 5 have bugs that cause lookbehind with alternation or variable quantifiers to fail when it should succeed in some situations. These bugs were fixed in Java 6.

Java 13 allows you to use the [star](https://www.regular-expressions.info/repeat.html) and [plus](https://www.regular-expressions.info/repeat.html) inside lookbehind, as well as [curly braces](https://www.regular-expressions.info/repeat.html) without an upper limit. But Java 13 still uses the laborious method of matching lookbehind introduced with Java 6. Java 13 also does not correctly handle lookbehind with multiple quantifiers if one of them is unbounded. In some situations you may get an error. In other situations you may get incorrect matches. So for both correctness and performance, we recommend you only use quantifiers with a low upper bound in lookbehind with Java 6 through 13.

The only regex engines that allow you to use a full regular expression inside lookbehind, including infinite repetition and backreferences, are the [JGsoft engine](https://www.regular-expressions.info/jgsoft.html" \t "_top) and the [.NET RegEx classes](https://www.regular-expressions.info/dotnet.html). These regex engines really apply the regex inside the lookbehind backwards, going through the regex inside the lookbehind and through the subject string from right to left. They only need to evaluate the lookbehind once, regardless of how many different possible lengths it has.

Finally, flavors like [std::regex](https://www.regular-expressions.info/stdregex.html) and [Tcl](https://www.regular-expressions.info/tcl.html" \t "_top) do not support lookbehind at all, even though they do support lookahead. [JavaScript](https://www.regular-expressions.info/javascript.html) was like that for the longest time since its inception. But now lookbehind is part of the ECMAScript 2018 specification. As of this writing (late 2019), Google’s Chrome browser is the only popular JavaScript implementation that supports lookbehind. So if cross-browser compatibility matters, you can’t use lookbehind in JavaScript.

Lookaround Is Atomic

The fact that lookaround is zero-length automatically makes it [atomic](https://www.regular-expressions.info/atomic.html#use). As soon as the lookaround condition is satisfied, the regex engine forgets about everything inside the lookaround. It will not backtrack inside the lookaround to try different permutations.

The only situation in which this makes any difference is when you use [capturing groups](https://www.regular-expressions.info/brackets.html) inside the lookaround. Since the regex engine does not backtrack into the lookaround, it will not try different permutations of the capturing groups.

For this reason, the regex (?=(\d+))\w+\1 never matches 123x12. First the lookaround captures 123 into \1. \w+ then matches the whole string and backtracks until it matches only 1. Finally, \w+ fails since \1 cannot be matched at any position. Now, the regex engine has nothing to backtrack to, and the overall regex fails. The backtracking steps created by \d+ have been discarded. It never gets to the point where the lookahead captures only 12.

Obviously, the regex engine does try further positions in the string. If we change the subject string, the regex (?=(\d+))\w+\1 does match 56x56 in 456x56.

If you don’t use capturing groups inside lookaround, then all this doesn’t matter. Either the lookaround condition can be satisfied or it cannot be. In how many ways it can be satisfied is irrelevant

Q7. What is the benefit of referring to groups by name rather than by number in a standard expression?

In this article, we show how to use named groups with regular expressions in Python.

Groups are used in Python in order to reference regular expression matches.

By default, groups, without names, are referenced according to numerical order starting with 1 .

Let's say we have a regular expression that has 3 subexpressions.

A user enters in his birthdate, according to the month, day, and year.

Let's say the user must first enter the month, then the day, and then the year.

Using the group() function in Python, without named groups, the first match (the month) would be referenced using the statement, group(1). The second match (the day) would be referenced using the statement, group(2). The third match (the year) would be referenced using the statment, group(3).

Now, with named groups, we can name each match in the regular expression. So instead of referencing matches of the regular expression with numbers (group(1), group(2), etc.), we can reference matches with names, such as group('month'), group('day'), group('year').

Named groups makes the code more organized and more readable.

By seeing, group(1), you don't really know what this represents.

But if you see, group('month') or group('year'), you know it's referencing the month or the year.

So named groups makes code more readable and more understandable rather than the default numerical referencing.

So let's go over some code and see an actual real-world example of named groups in Python.

o let's now go over this code.

re is the module in Python that allows us to use regular expressions. So we first have to import re in our code, in order to use regular expressions.

After this, we have a variable, string1, which is set equal to a date, June 15, 1987.

We then have a variable, regex, which is set equal to, r"^(?P\w+)\s(?P\d+)\,?\s(?P\d+)"

Let's break this regular expression down now.

So when we want to create a named group, the expression to do so is, (?Pcontent), where the name of the named group is namedgroup and it content is where you see content.

In our regular expression, the first named group is the month and this consists of 1 or more alphabetical characters.

A space then ensues.

The second named group is day. This consists of 1 or more digits.

This is followed by an optional character and a space.

The third named group is year. This consists of 1 or more digits.

We then look up matches with the statement, matches= re.search(regex, string1)

The matches get stored in the variable, matches

We then can output the month by the statement, matches.group('month')

We can output the day by the statement, matches.group('day')

We can output the year by the statement, matches.group('year')

The advantage to named groups is that it adds readability and understandability to the code, so that you can easily see what part of a regular expression match is being referenced.

And this is how we can use named groups with regular expressions in Python

Q8. Can you identify repeated items within a target string using named groups, as in "The cow jumped over the moon"?

Replacing Text

One of the most powerful regular-expression capabilities is to selectively search-and-replace patterns within a string of text. Here’s one possible use (out of zillions): to transform a target string by replacing each repeated pair of words with just one word.

For example, given this text:

The cow cow jumped over the the moon.

it would be useful to produce a string consisting of:

The cow jumped over the moon.

The regex\_replace function performs this task by returning the transformed string. It has the following syntax:

regex\_replace(target\_string, regex\_obj, replacement\_pattern\_str);

The replacement\_pattern\_str is a string that can contain the following special sequences (in addition to ordinary characters).
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Refers to the entire matched string.
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Refers to the nth group within the matched string. For example, “$1” refers to the first group of characters tagged by the regex object; “$2” refers to the second group of tagged characters (if there is one), and so on. The example that follows should clarify.

![](data:image/jpeg;base64,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) $$

A literal dollar sign ($).

The following declarations set up a search-and-replace designed to fix the repeated-word pattern, replacing it, where found, with one copy of the word.

using std::regex;

using std::regex\_replace;

using std::string;

regex reg1("([A-Za-z]+) \\1"); // Find double word.

string replacement = "$1"; // Replace with one word.

With these objects defined, the following statements execute search-and-replace on the string shown earlier.

string target = "The cow cow jumped over the the moon.";

string result = regex\_replace(target, reg1, replacement);

std::cout << result << std::endl;

The output is:

The cow jumped over the moon.

which is what we wanted.

Let’s review how this works. When the text “cow cow” was matched by the regular-expression object, the first occurrence of “cow” was tagged because it matched the expression inside the parentheses: “([A-Za-z]+)”. The rest of the expression, “\\1”, indicated that the regex object then needed to match a space, followed by a recurrence of the tagged characters, to match the overall expression. Therefore, “cow” gets tagged and “cow cow” matches the entire regular expression.

The replacement pattern, “$1”, causes the matched text—“cow cow”—to be replaced by “cow”, the tagged group. Suppose the replacement pattern were “XX$1YY$1ZZ$1”. Then the replacement text would have been “XXcowYYcowZZcow” and that would have replaced “cow cow”.

Characters not matched by the regex object, reg1, are just copied into the result as they are. So, for example, the words “jumped over” are copied without being transformed.

Here’s an example of another regex object and replacement-pattern string: When used with the call to regex\_replace shown earlier, these result in the switching of two words separated by an ampersand (&). For example, “boy&girl” would be replaced by “girl&boy” and vice versa.

regex reg1("([A-Za-z]+)&([A-Za-z]+)"); // Find word&word

string replacement = "$2&$1"; // Switch order.

The regex\_replace function is particularly convenient. It isn’t necessary to iterate through the target string. Instead, regex\_replace carries out replacements on all the substrings matching the pattern in the regex object, while leaving the rest of the text alone.

Q9. When parsing a string, what is at least one thing that the Scanner interface does for you that the re.findall feature does not?

What is Regular Expression in Python?

A Regular Expression (RE) in a programming language is a special text string used for describing a search pattern. It is extremely useful for extracting information from text such as code, files, log, spreadsheets or even documents.

While using the Python regular expression the first thing is to recognize is that everything is essentially a character, and we are writing patterns to match a specific sequence of characters also referred as string. Ascii or latin letters are those that are on your keyboards and Unicode is used to match the foreign text. It includes digits and punctuation and all special characters like $#@!%, etc.

In this Python RegEx tutorial, we will learn-

[Regular Expression Syntax](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#1)

[Example of w+ and ^ Expression](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#2)

[Example of \s expression in re.split function](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#3)

[Using regular expression methods](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#4)

[Using re.match()](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#5)

[Finding Pattern in Text (re.search())](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#6)

[Using re.findall for text](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#7)

[Python Flags](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#8)

[Example of re.M or Multiline Flags](https://www.guru99.com/python-regular-expressions-complete-tutorial.html#9)

For instance, a Python regular expression could tell a program to search for specific text from the string and then to print out the result accordingly. Expression can include

Text matching

Repetition

Branching

Pattern-composition etc.

Regular expression or RegEx in Python is denoted as RE (REs, regexes or regex pattern) are imported through re module. Python supports regular expression through libraries. RegEx in Python supports various things like Modifiers, Identifiers, and White space characters.

| Identifiers | Modifiers | White space characters | Escape required |
| --- | --- | --- | --- |
| \d= any number (a digit) | \d represents a digit.Ex: \d{1,5} it will declare digit between 1,5 like 424,444,545 etc. | \n = new line | . + \* ? [] $ ^ () {} | \ |
| \D= anything but a number (a non-digit) | + = matches 1 or more | \s= space |  |
| \s = space (tab,space,newline etc.) | ? = matches 0 or 1 | \t =tab |  |
| \S= anything but a space | \* = 0 or more | \e = escape |  |
| \w = letters ( Match alphanumeric character, including “\_”) | $ match end of a string | \r = carriage return |  |
| \W =anything but letters ( Matches a non-alphanumeric character excluding “\_”) | ^ match start of a string | \f= form feed |  |
| . = anything but letters (periods) | | matches either or x/y | —————– |  |
| \b = any character except for new line | [] = range or “variance” | —————- |  |
| \. | {x} = this amount of preceding code | —————– |  |

Regular Expression(RE) Syntax

import re

“re” module included with Python primarily used for string searching and manipulation

Also used frequently for web page “Scraping” (extract large amount of data from websites)

We will begin the expression tutorial with this simple exercise by using the expressions (w+) and (^).

Example of w+ and ^ Expression

“^”: This expression matches the start of a string

“w+“: This expression matches the alphanumeric character in the string

Here we will see a Python RegEx Example of how we can use w+ and ^ expression in our code. We cover the function re.findall() in Python, later in this tutorial but for a while we simply focus on \w+ and \^ expression.

For example, for our string “guru99, education is fun” if we execute the code with w+ and^, it will give the output “guru99”.

import re

xx = "guru99,education is fun"

r1 = re.findall(r"^\w+",xx)

print(r1)

Remember, if you remove +sign from the w+, the output will change, and it will only give the first character of the first letter, i.e., [g]

Example of \s expression in re.split function

“s”: This expression is used for creating a space in the string

To understand how this RegEx in Python works, we begin with a simple Python RegEx Example of a split function. In the example, we have split each word using the “re.split” function and at the same time we have used expression \s that allows to parse each word in the string separately.

When you execute this code it will give you the output [‘we’, ‘are’, ‘splitting’, ‘the’, ‘words’].

Now, let see what happens if you remove “\” from s. There is no ‘s’ alphabet in the output, this is because we have removed ‘\’ from the string, and it evaluates “s” as a regular character and thus split the words wherever it finds “s” in the string.

Similarly, there are series of other Python regular expression that you can use in various ways in Python like \d,\D,$,\.,\b, etc.

Here is the complete code

import re

xx = "guru99,education is fun"

r1 = re.findall(r"^\w+", xx)

print((re.split(r'\s','we are splitting the words')))

print((re.split(r's','split the words')))

Next, we will going to see the types of methods that are used with regular expression in Python.

Using regular expression methods

The “re” package provides several methods to actually perform queries on an input string. We will see the methods of re in Python:

re.match()

re.search()

re.findall()

Note: Based on the regular expressions, Python offers two different primitive operations. The match method checks for a match only at the beginning of the string while search checks for a match anywhere in the string.

re.match()

re.match() function of re in Python will search the regular expression pattern and return the first occurrence. The Python RegEx Match method checks for a match only at the beginning of the string. So, if a match is found in the first line, it returns the match object. But if a match is found in some other line, the Python RegEx Match function returns null.

For example, consider the following code of Python re.match() function. The expression “w+” and “\W” will match the words starting with letter ‘g’ and thereafter, anything which is not started with ‘g’ is not identified. To check match for each element in the list or string, we run the forloop in this Python re.match() Example.

re.search(): Finding Pattern in Text

re.search() function will search the regular expression pattern and return the first occurrence. Unlike Python re.match(), it will check all lines of the input string. The Python re.search() function returns a match object when the pattern is found and “null” if the pattern is not found

How to use search()?

In order to use search() function, you need to import Python re module first and then execute the code. The Python re.search() function takes the “pattern” and “text” to scan from our main string

For example here we look for two literal strings “Software testing” “guru99”, in a text string “Software[Testing](https://www.guru99.com/software-testing.html)is fun”. For “software testing” we found the match hence it returns the output of Python re.search() Example as “found a match”, while for word “guru99” we could not found in string hence it returns the output as “No match”.

re.findall()

findall() module is used to search for “all” occurrences that match a given pattern. In contrast, search() module will only return the first occurrence that matches the specified pattern. findall() will iterate over all the lines of the file and will return all non-overlapping matches of pattern in a single step.

How to Use re.findall() in Python?

Here we have a list of e-mail addresses, and we want all the e-mail addresses to be fetched out from the list, we use the method re.findall() in Python. It will find all the e-mail addresses from the list.

Here is the complete code for Example of re.findall()

import re

list = ["guru99 get", "guru99 give", "guru Selenium"]

for element in list:

z = re.match("(g\w+)\W(g\w+)", element)

if z:

print((z.groups()))

patterns = ['software testing', 'guru99']

text = 'software testing is fun?'

for pattern in patterns:

print('Looking for "%s" in "%s" ->' % (pattern, text), end=' ')

if re.search(pattern, text):

print('found a match!')

else:

print('no match')

abc = 'guru99@google.com, careerguru99@hotmail.com, users@yahoomail.com'

emails = re.findall(r'[\w\.-]+@[\w\.-]+', abc)

for email in emails:

print(email

Q10. Does a scanner object have to be named scanner?

Class Scanner

[java.lang.Object](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html)

java.util.Scanner

All Implemented Interfaces:

[Closeable](https://docs.oracle.com/javase/7/docs/api/java/io/Closeable.html), [AutoCloseable](https://docs.oracle.com/javase/7/docs/api/java/lang/AutoCloseable.html" \o "interface in java.lang), [Iterator](https://docs.oracle.com/javase/7/docs/api/java/util/Iterator.html)<[String](https://docs.oracle.com/javase/7/docs/api/java/lang/String.html)>

public final class Scanner

extends [Object](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html)

implements [Iterator](https://docs.oracle.com/javase/7/docs/api/java/util/Iterator.html)<[String](https://docs.oracle.com/javase/7/docs/api/java/lang/String.html)>, [Closeable](https://docs.oracle.com/javase/7/docs/api/java/io/Closeable.html)

A simple text scanner which can parse primitive types and strings using regular expressions.

A Scanner breaks its input into tokens using a delimiter pattern, which by default matches whitespace. The resulting tokens may then be converted into values of different types using the various next methods.

For example, this code allows a user to read a number from System.in:

Scanner sc = new Scanner(System.in);

int i = sc.nextInt();

As another example, this code allows long types to be assigned from entries in a file myNumbers:

Scanner sc = new Scanner(new File("myNumbers"));

while (sc.hasNextLong()) {

long aLong = sc.nextLong();

}

The scanner can also use delimiters other than whitespace. This example reads several items in from a string:

String input = "1 fish 2 fish red fish blue fish";

Scanner s = new Scanner(input).useDelimiter("\\s\*fish\\s\*");

System.out.println(s.nextInt());

System.out.println(s.nextInt());

System.out.println(s.next());

System.out.println(s.next());

s.close();

prints the following output:

1

2

red

blue

The same output can be generated with this code, which uses a regular expression to parse all four tokens at once:

String input = "1 fish 2 fish red fish blue fish";

Scanner s = new Scanner(input);

s.findInLine("(\\d+) fish (\\d+) fish (\\w+) fish (\\w+)");

MatchResult result = s.match();

for (int i=1; i<=result.groupCount(); i++)

System.out.println(result.group(i));

s.close();

The default whitespace delimiter used by a scanner is as recognized by [Character](https://docs.oracle.com/javase/7/docs/api/java/lang/Character.html" \o "class in java.lang).[isWhitespace](https://docs.oracle.com/javase/7/docs/api/java/lang/Character.html#isWhitespace(char)). The [reset()](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html#reset()) method will reset the value of the scanner's delimiter to the default whitespace delimiter regardless of whether it was previously changed.

A scanning operation may block waiting for input.

The [next()](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html#next()) and [hasNext()](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html" \l "hasNext()) methods and their primitive-type companion methods (such as [nextInt()](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html" \l "nextInt()) and [hasNextInt()](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html" \l "hasNextInt())) first skip any input that matches the delimiter pattern, and then attempt to return the next token. Both hasNext and next methods may block waiting for further input. Whether a hasNext method blocks has no connection to whether or not its associated next method will block.

The [findInLine(java.lang.String)](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html#findInLine(java.lang.String)), [findWithinHorizon(java.lang.String, int)](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html#findWithinHorizon(java.lang.String,%20int)), and [skip(java.util.regex.Pattern)](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html#skip(java.util.regex.Pattern)) methods operate independently of the delimiter pattern. These methods will attempt to match the specified pattern with no regard to delimiters in the input and thus can be used in special circumstances where delimiters are not relevant. These methods may block waiting for more input.

When a scanner throws an [InputMismatchException](https://docs.oracle.com/javase/7/docs/api/java/util/InputMismatchException.html" \o "class in java.util), the scanner will not pass the token that caused the exception, so that it may be retrieved or skipped via some other method.

Depending upon the type of delimiting pattern, empty tokens may be returned. For example, the pattern "\\s+" will return no empty tokens since it matches multiple instances of the delimiter. The delimiting pattern "\\s" could return empty tokens since it only passes one space at a time.

A scanner can read text from any object which implements the [Readable](https://docs.oracle.com/javase/7/docs/api/java/lang/Readable.html) interface. If an invocation of the underlying readable's [Readable.read(java.nio.CharBuffer)](https://docs.oracle.com/javase/7/docs/api/java/lang/Readable.html" \l "read(java.nio.CharBuffer)) method throws an [IOException](https://docs.oracle.com/javase/7/docs/api/java/io/IOException.html" \o "class in java.io) then the scanner assumes that the end of the input has been reached. The most recent IOException thrown by the underlying readable can be retrieved via the [ioException()](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html" \l "ioException()) method.

When a Scanner is closed, it will close its input source if the source implements the [Closeable](https://docs.oracle.com/javase/7/docs/api/java/io/Closeable.html) interface.

A Scanner is not safe for multithreaded use without external synchronization.

Unless otherwise mentioned, passing a null parameter into any method of a Scanner will cause a NullPointerException to be thrown.

A scanner will default to interpreting numbers as decimal unless a different radix has been set by using the [useRadix(int)](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html" \l "useRadix(int)) method. The [reset()](https://docs.oracle.com/javase/7/docs/api/java/util/Scanner.html#reset()) method will reset the value of the scanner's radix to 10 regardless of whether it was previously changed.